Hello world explained

In the previous chapter, we tried writing a piece of text to the console, in our first C# application. To see some actual progress, we didn't go into much detail about the lines of code we used, so this chapter is an explanation of the Hello world example code. As you can probably see from the code, some of the lines look similar, so we will bring them back in groups for an individual explanation. Let's start with the shortest and most common characters in our code: The { and }. They are often referred to as curly braces, and in C#, they mark the beginning and end of a logical block of code. The curly braces are used in lots of other languages, including C++, Java, JavaScript and many others. As you can see in the code, they are used to wrap several lines of code which belong together. In later examples, it will be clearer how they are used.

Now let's start from the beginning:
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**using** is a keyword, highlighted with blue by the editor. The using keyword imports a namespace, and a namespace is a collection of classes. Classes brings us some sort of functionality, and when working with an advanced IDE like Visual Studio, it will usually create parts of the trivial code for us. In this case, it created a class for us, and imported the namespaces which are required or expected to be used commonly. In this case, 5 namespaces are imported for us, each containing lots of useful classes. For instance, we use the Console class, which is a part of the System namespace.

On the other hand, we don't really use the System.Linq namespace yet (for example), so if you're a purist, you may choose to remove this line, but it won't make much of a difference at this point.

As you can see, we even get our own namespace:
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The namespace ConsoleApp1 is now the main namespace for this application, and new classes will be a part of it by default. Obviously, you can change this, and create classes in another namespace. In that case, you will have to import this new namespace to use it in your application, with the using statement, like any other namespace.

Next, we define our class. Since C# is truly an Object Oriented language, every line of code that actually does something, is wrapped inside a class. In this case, the class is simply called Program:
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We can have more classes, even in the same file. For now, we only need one class. A class can contain several variables, properties and methods, concepts we will go deeper into later on. For now, all you need to know is that our current class only contains one method and nothing else. It's declared like this:
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This line is probably the most complicated one in this example, so let's split it up a bit. The first word is **static**. The static keyword tells us that this method should be accesible without instantiating the class, but more about this in our chapter about classes.

The next keyword is **void**, and tells us what this method should return. For instance, it could be an integer or a string of text, but in this case, we don't want our method to return anything (C# uses the keyword void to express the concept of nothing).

The next word is **Main**, which is simply the name of our method. This method is the so-called entry-point of our application, that is, the first piece of code to be executed, and in our example, the only piece to be executed.

Now, after the name of a method, a set of arguments can be specified within a set of parentheses. In our example, our method takes only one argument, called **args**. The type of the argument is a **string**, or to be more precise, an array of strings, but more on that later. If you think about it, this makes perfect sense, since Windows applications can always be called with an optional set of arguments. These arguments will be passed as text strings to our main method.

And that's it. You should now have a basic understanding of our first C# application, as well as the basic principles of what makes a console application work.

# Variables

A variable can be compared to a storage room, and is essential for the programmer. In C#, a variable is declared like this:

<data type> <name>;

An example could look like this:

string name;

That's the most basic version, but the variable doesn't yet have a value. You can assign one at a later point or at the same time as declaring it, like this:
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If this variable is not local to the method you're currently working in (e.g. a class member variable), you might want to assign a visibility to the variable:

<visibility> <data type> <name> = <value>;

And a complete example:
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The visibility part is related to classes, so you can find a more complete explanation of it in the chapter about classes. Let's concentrate on the variable part with an example where we actually use a couple of them:

// See variables example 1

Okay, a lot of this has already been explained, so we will jump directly to the interesting part. First of all, we declare a couple of variables of the string type. A string simply contains text, as you can see, since we give them a value straight away. Next, we output a line of text to the console, where we use the two variables. The string is made up by using the + characters to "collect" the different parts.

Next, we ask the user to enter a new first name, and then we use the ReadLine() method to read the user input from the console and enter it into the firstName variable. Once the user presses the Enter key, the new first name is assigned to the variable, and in the next line we output the name presentation again, to show the change. We have just used our first variable and the single most important feature of a variable: The ability to change its value at runtime.

Another interesting example is doing math. Here is one, based on a lot of the same code we have just used:

// See variables example 2

Put this in our Main method, and try it out. The only new "trick" we use here, is the int.Parse() method. It simply reads a string and converts it into an integer. As you can see, this application makes no effort to validate the user input, and if you enter something which is not a number, an exception will be raised. More about those later.

## **Variables & scope**

So far, we have only used local variables, which are variables defined and used within the same method. In C#, a variable defined inside a method can't be used outside of this method - that's why it's called local. If you're familiar with other programming languages, you may also know about global variables, which can be accessed from more places, but C# doesn't support the concept of global variables. Instead, you can define a field on a class, which can be accessed from all the methods of this class. Allow me to demonstrate this with an example:

// See variables example 3

Notice the **helloClass** member, declared on the class scope instead of inside a method - this will allow us to access it from both our Main() method as well as our own DoStuff() method. That is not true for our **helloLocal** variable, which has been declared inside the Main() method and can therefore only be used inside of this specific method.

The concept of differentiating between where a variable has been declared is called **scoping** and it prevents your code from becoming a huge mess of variables which can be changed from too many places. Another technique that helps us with this is called member visibility (in this case illustrated with the private keyword), which we'll discuss in the chapter about classes.

## **Summary**

Variables allow you to store data of various types, e.g. text strings, numbers or custom objects. There are local variables, which are accessible inside of the method in which it has been defined, and then there are class fields, which can be accessed from all the methods of the class and even outside of the class, if the visibility permits it.

# Data types

Data types are used everywhere in a programming language like C#. Because it's a strongly typed language, you are required to inform the compiler about which data types you wish to use every time you declare a variable, as you will see in the chapter about variables. In this chapter we will take a look at some of the most used data types and how they work.

**bool** is one of the simplest data types. It can contain only 2 values - false or true. The bool type is important to understand when using logical operators like the if statement.

**int** is short for integer, a data type for storing numbers without decimals. When working with numbers, int is the most commonly used data type. Integers have several data types within C#, depending on the size of the number they are supposed to store.

**string** is used for storing text, that is, a number of chars. In C#, strings are immutable, which means that strings are never changed after they have been created. When using methods which changes a string, the actual string is not changed - a new string is returned instead.

**char** is used for storing a single character.

**float** is one of the data types used to store numbers which can contain decimals.

## **Summary**

These are just the most basic data types in C# and I only told you the very basic stuff about them, because it's a pretty dry subject and you may want to see some data types in action before you read more about them. So, move on to the next article, where we'll be using variables to contain data of various types!

Later in this tutorial, we'll go much more in depth with all the various data types found in the .NET framework.

# Code Comments

When writing code, you will quickly get used to the fact that pretty much any character or word you enter will have a special meaning. For instance, you will see a lot of **keywords** in C#, like class, namespace, public and many more. You will also see that the compiler makes sure that you are using these keywords, as well as your own variables and methods, in the correct way. C# is a fairly strict language and the compiler will help you make sure that everything is entered the way it should be. However, you do have a single possibility to write whatever you like, thanks to the concept of **code comments**.

You may have already experienced comments in some of the code you have seen, be it C# or any other programming language - the concept of comments in code is pretty universal. The way they are written varies a lot though, so let's have a look at the type of comments you can use in your C# code.

## **Single-line comments**

The most basic type of comment in C# is the single-line comment. As the name indicates, it turns a single line into a comment - let's see how it might look:
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So that's it: Prefix your lines with two forward slashes (//) and your text goes from something the compiler will check and complain about, to something the compiler completely ignores. And while this only applies to the prefixed line, you are free to do the same on the next line, essentially using single-line comments to make multiple comment lines:

## **Multi-line comments**

In case you want to write multiple lines of comments, it might make more sense to use the multi-line comment variant that C# offers. Instead of having to prefix every line, you just enter a start and stop character sequence - everything in between is treated as comments:
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Use the start sequence of forward-slash-asterisk (/\*), write whatever you like, across multiple lines or not, and then end it all with the end sequence of asterisk-forward-slash (\*/). In between these markers, you can write whatever you want.

As with pretty much any other programming related subject, whether to use multiple single-line comments or one multi-line comment is often debated. Personally, I use both, for various situations - in the end, it's all up to you!

## **Documentation comments**

Documentation Comments (sometimes referred to as XML Documentation Comments) looks like regular comments, but with embedded XML. Just like with regular comments, they come in two forms: Single-line and multi-line. You also write them the same way, but with an extra character. So, single-line XML Documentation Comments uses three forward slashes (///) instead of two, and the multi-line variant gets an extra asterisk added in the start delimiter. Let's see how it looks:

// See Comments Example 1

Here you can see both variants - single-line and multi-line. The result is the same, but the first variant tends to be the most commonly used for documentation comments.

Documenting your types and their members with documentation comments is a pretty big subject, and therefore it will be covered more in depth in a later article, but now you know how they look!

## **Code comments & the Task list**

If you're using Visual Studio, you can actually get some help tracking your code comments. In the Task List window (access it from the menu **View** > **Task List**) your comments will appear if they use the special, but very simple Task List comment syntax:
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So if the single-line comment is immediately followed by TODO or HACK, it will appear in the Task List of Visual Studio, like this:
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And there are more types - depending on the version of Visual Studio you're using, it will respond to some or all of the following comment tokens:

* TODO
* HACK
* NOTE
* UNDONE

You can even add your own tokens, if you want to - just follow the steps described in [this article](https://docs.microsoft.com/en-us/visualstudio/ide/using-the-task-list).

## **Summary**

Code comments are extremely useful in documenting your code or for the purpose of leaving clues to your self or your potential colleagues on how stuff works. As an added benefit, they're great when you need to test something quickly - just copy a line and comment out the original line and you can see how it works now. If you're not happy with the result, you can just delete the new line and uncomment the original line and you're back to where you started.

And don't worry about the end-user snooping through your comments - they are, as already mentioned, completely ignored by the compiler and therefore not in anyway included in your final DLL or EXE file. Code comments are your personal free-space when programming, so use it in any way you want to.

# The if statement

One of the single most important statements in every programming language is the if statement. Being able to set up conditional blocks of code is a fundamental principal of writing software. In C#, the if statement is very simple to use. If you have already used another programming language, chances are that you can use the if statement in C# straight away. In any case, read on to see how it's used. The if statement needs a boolean result, that is, true or false. In some programming languages, several datatypes can be automatically converted into booleans, but in C#, you have to specifically make the result boolean. For instance, you can't use if(number), but you can compare a number to something, to generate a true or false, like we do later on.

In the previous chapter we looked at variables, so we will expand on one of the examples to see how conditional logic can be used.

// See Control Structures Example 1

We use 2 if statements to check if the entered number is between 0 and 10, and a companion of the if statement: The else keyword. Its meaning should be obvious to anyone speaking English - it simply offers an alternative to the code being executed if the condition of the if statement is not met.

As you may have noticed, we don't use the { and } characters to define the conditional blocks of code. The rule is that if a block only contains a single line of code, the block characters are not required. Now, this seems like a lot of lines to simply check a number, doesn't it? It can be done with fewer lines of code, like this:
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We put each condition in a set of parentheses, and then we use the || operator, which simply means "or", to check if the number is either more than 10 OR less than 0. Another operator you will be using a lot is the AND operator, which is written like this: &&. Could we have used the AND operator instead? Of course, we simply turn it around a bit, like this:
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This introduces a couple of new operators, the "less than or equal to" and the "greater than or equal to".

# The switch statement

The switch statement is like a set of if statements. It's a list of possibilities, with an action for each possibility, and an optional default action, in case nothing else evaluates to true. A simple switch statement looks like this:

// See Control Structures Example 2

The identifier to check is put after the switch keyword, and then there's the list of case statements, where we check the identifier against a given value. You will notice that we have a break statement at the end of each case. C# simply requires that we leave the block before it ends. In case you were writing a function, you could use a return statement instead of the break statement.

In this case, we use an integer, but it could be a string too, or any other simple type. Also, you can specify the same action for multiple cases. We will do that in the next example too, where we take a piece of input from the user and use it in our switch statement:

// See Control Structures Example 3

In this example, we ask the user a question, and suggest that they enter either yes, no or maybe. We then read the user input, and create a switch statement for it. To help the user, we convert the input to lowercase before we check it against our lowercase strings, so that there is no difference between lowercase and uppercase letters.

Still, the user might make a typo or try writing something completely different, and in that case, no output will be generated by this specific switch statement. Enter the default keyword!

// See Control Structures Example 4

If none of the case statements has evaluated to true, then the default statement, if any, will be executed. It is optional, as we saw in the previous examples.

Loops

Another essential technique when writing software is looping - the ability to repeat a block of code X times. In C#, they come in 4 different variants, and we will have a look at each one of them.

The while loop

The while loop is probably the most simple one, so we will start with that. The while loop simply executes a block of code as long as the condition you give it is true. A small example, and then some more explanation:

// See Control Structures - Loops - Example 1

Try running the code. You will get a nice listing of numbers, from 0 to 4. The number is first defined as 0, and each time the code in the loop is executed, it's incremented by one. But why does it only get to 4, when the code says 5? For the condition to return true, the number has to be less than 5, which in this case means that the code which outputs the number is not reached once the number is equal to 5. This is because the condition of the while loop is evaluated before it enters the code block.

## **The do loop**

The opposite is true for the do loop, which works like the while loop in other aspects though. The do loop evaluates the condition after the loop has executed, which makes sure that the code block is always executed at least once.

// See Control Structures - Loops - Example 2

The output is the same though - once the number is more than 5, the loop is exited.

## **The for loop**

The for loop is a bit different. It's preferred when you know how many iterations you want, either because you know the exact amount of iterations, or because you have a variable containing the amount. Here is an example of the for loop.

// See Control Structures - Loops - Example 3

This produces the exact same output, but as you can see, the for loop is a bit more compact. It consists of 3 parts - we initialize a variable for counting, set up a conditional statement to test it, and increment the counter (++ means the same as "variable = variable + 1").

The first part, where we define the i variable and set it to 0, is only executed once, before the loop starts. The last 2 parts are executed for each iteration of the loop. Each time, i is compared to our number variable - if i is smaller than number, the loop runs one more time. After that, i is increased by one.

Try running the program, and afterwards, try changing the number variable to something bigger or smaller than 5. You will see the loop respond to the change.

## **The foreach loop**

The last loop we will look at, is the foreach loop. It operates on collections of items, for instance arrays or other built-in list types. In our example we will use one of the simple lists, called an ArrayList. It works much like an array, but don't worry, we will look into it in a later chapter.

// See Control Structures - Loops - Example 4

Okay, so we create an instance of an ArrayList, and then we add some string items to it. We use the foreach loop to run through each item, setting the name variable to the item we have reached each time. That way, we have a named variable to output. As you can see, we declare the name variable to be of the string type – you always need to tell the foreach loop which datatype you are expecting to pull out of the collection. In case you have a list of various types, you may use the object class instead of a specific class, to pull out each item as an object.

When working with collections, you are very likely to be using the foreach loop most of the time, mainly because it’s simpler than any of the other loops for these kind of operations.

# Introduction to C# classes

In lots of programming tutorials, information about classes will be saved for much later. However, since C# is all about Object Oriented programming and thereby classes, we will look at a basic introduction to the most important features now.

First of all, a class is a group of related methods and variables. A class describes these things, and in most cases, you create an instance of this class, now referred to as an object. On this object, you use the defined methods and variables. Of course, you can create as many instances of your class as you want to. Classes, and Object Oriented programming in general, is a huge topic. We will cover some of it in this chapter as well as in later chapters, but not all of it.

In the Hello world chapter, we saw a class used for the first time, since everything in C# is built upon classes. Let's expand our Hello world example with a class we build on our own:

// See Classes - Introduction to C# classes - Example 1

Okay, lots of new stuff here, but almost all of it is based on things we've already used earlier in this tutorial. As you can see, we have defined a new class, called Car. It's declared in the same file as our main application, for an easier overview, however, usually new classes are defined in their own files. It defines a single variable, called color, which of course is used to tell the color of our car. We declared it as private, which is good practice - accessing variables from the outside should be done using a property. The Color property is defined in the end of the class, giving access to the color variable.

Besides that, our Car class defines a constructor. It takes a parameter which allows us to initialize Car objects with a color. Since there is only one constructor, Car objects can only be instantiated with a color. The Describe() method allows us to get a nice message with the single piece of information that we record about our car. It simply returns a string with the information we provide.

Now, in our main application, we declare a variable of the type Car. After that, we create a new instance of it, with "Red" as a parameter. According to the code of our class, this means that the color red will be assigned as the color of the car. To verify this, we call the Describe() method, and to show how easily we can create several instances of the same class, we do it again, but with another color. We have just created our first functional class and used it.

In the following chapters, concepts like: properties, constructors, and visibility will be explained in more depth.

# Fields

One of the most basic building blocks of a class is a field. It's just like a variable, which we talked about previously, but defined on the class level instead of the method level. The difference is quite important and it has everything to do with the concept of scopes, which decides from where a variable can be accessed from: A local variable (defined inside a method) can only be accessed from this specific method, while a class field can be accessed from all methods of a class and even from methods in other classes if the visibility allows it.

In other words, the difference between a variable and a field is pretty much where it's declared. A class-level variable is referred to as a field, while a method-level variable is usually just referred to as a variable.

Fields are often declared near the top of the class and their visibility are often set to private (we'll discuss visibility later in this chapter). It could look like this:
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We now have a class-level variable called "name", which can be accessed from all methods of this class. It can't be accessed from outside the class, but only because we have marked it as **private**. You are free to declare your fields as **protected** if you want to access them from derived classes or even **public** if you want to access them from anywhere, but keep in mind that **the recommended way of accessing fields from outside a class is through properties**, which we'll discuss in the next article.

In our example above, or "name" variable doesn't have an initial value, meaning that you will have to assign something to it before you can use it. If you already know which value your field should start with, you can easily assign it at the same time as declaring it:
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In the Describe() method (and don't worry, we'll get to methods in one of the next articles) we declare a local variable called "description", with a value based on our two declared fields. The "description" variable is a great example of a variable which should always be a variable and never a field: It's temporary and only relevant to the method which uses it, where the fields could easily be relevant in other methods of the class.

## **Summary**

Fields act a bit like global variables because they can be used to store data which can then be accessed from anywhere inside the class. They can be accessed from outside the declaring class as well, but normally, properties are used for this purpose. We'll talk about properties in the next article.

# Properties

In the previous article, we discussed **fields**. They are like global variables for a class, allowing you to access them from all methods. We also briefly discussed the fact that fields CAN be accessed from other classes if they are marked as **public**, but that this is generally not recommended. For variables/fields that you wish to access from outside your class, you should instead use **properties**.

When you declare a field as public, you are giving complete access to it from the outside - other classes can do whatever they want with it, without any notice to the declaring class. Properties gives the control back to the declaring class, by specifying whether a field is read or write-only and even allowing the declaring class to check and manipulate the value before returning or assigning it to the field.

A property looks a bit like a crossover between a field and a method, because it's declared much like a field with visibility, a data type and a name, but it also has a body, like a method, for controlling the behavior:
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Notice the special **get** and **set** keywords. They are used exclusively for properties, to control the behavior when reading (get'ing) and writing (set'ing) the field. You can have properties with only a get OR a set implementation, to create read-only or write-only properties, and you can even control the visibility of the get or set implementations, e.g. to create a property which can be read from anywhere (public) but only modified from inside the declaring class (private).

You will also notice that I refer to a field called \_name. You will have to declare that in your class as well, so that your property can use it. A common usage pattern for fields and properties will look like this:

// See Classes - Properties - Example 1

You can now see how the field and the property works together: The **get method** will return the value of the **\_name** field, while the **set method** will assign the passed value to the **\_name** field. In the set method, we use the special keyword value which, in this specific situation, will refer to the value passed to the property.

So, this is pretty much as basic as it gets and at this point, we don't do anything that couldn't be accomplished with a simple public field. But at a later point, you may decide that you want to take more control of how other classes can work with the name and since you have implemented this as a property, you are free to modify the implementation without disturbing anyone using your class. For instance, the Name property could be modified to look like this:

// See Classes - Properties - Example 2

The **get method** now enforces that the value returned is always in UPPERCASE, no matter which case the backing field (\_name) is in. In the **set method**, we have added a couple of lines of code to check whether the passed value contains a space, because we have decided that the name should always consist of both a first and a last name - if this is not the case, an exception is thrown. This is all very crude and simplified, but it should illustrate the full level of control you get when using properties.

## **Read-only properties**

Most properties you'll see in the examples of this tutorial will be both readable and writeable, because that's the most common usage of properties, but it doesn't always have to be like that. First of all, you can declare a property with only a get-method, like this:
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In this case, you can no longer change the "Name" property - you can only read it and the compiler will throw an error if you try to assign a value to it. You can still change the value of it from inside the class though, since you can simply assign a new value to the backing field "\_name". Doing it that way kind of negates one of the biggest advantage to properties though: The ability to always control whether a value can be accepted. As we already talked about, the set-method is a great way to perform validation of the value, but if you assign a new value to the \_name field from multiple places, because the property is read-only, you don't get this validation.

Fortunately for us, C# offers a solution to this: You can define a set method on the property, but limit its visibility, using e.g. the **private** or the **protected** keyword. This will give you the best of both worlds, where you can still assign a value to the property from inside the class (or any inherited class if you use the protected keyword) and have it validated accordingly. Here's an example:

// See Classes - Properties - Example 3

The key difference here is simply the "private" keyword right in front of the "set" keyword, and as mentioned, you can replace it with e.g. protected or internal, depending on your needs.

## **Auto-implemented properties**

In some cases, you don't need all the control over a field and it can feel cumbersome to implement both a field and a property with the get and set methods not doing anything besides what we saw in the first example. You may be tempted to simply declare your variable as a public field to avoid all this extra hassle. **But don't do that!** Fortunately for all of us, Microsoft decided to add auto-implemented properties in C# version 3, which will save you several lines of code. Just consider the difference:

**Regular property with a declared backing field:**
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**The exact same behavior, but with an auto-implemented property:**

public string Name { get; set; }

Notice that the get and set methods are empty and that no private backing field is declared - in other words, we can now accomplish the exact same behavior as in the first example but with a single line of code! Bear in mind that the private backing field will still exist at runtime - it will be auto-implemented by the compiler, as the name implies. Should you later decide that you need more control of this specific property, you can simply change it to a regular field/property combination with the desired implementation of the get and set methods.

Notice that you are still left with an important mechanism of control from regular properties when using auto-implemented properties: You can leave out the set keyword to create a read-only property, e.g. like this:

![](data:image/png;base64,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)

Write-only properties are not allowed when using auto-implemented properties.

### **Auto-implemented properties with default values**

Prior to C# version 6, you could not define a default value for an auto-implemented property - for that, you would need a declared backing field, which would allow you to initialize the variable with a value:

![](data:image/png;base64,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)

But in C# version 6, Microsoft finally added the ability to initialize an auto-implemented property with a default value, like this:

public string Name { get; set; } = "John Doe";

## **Expression-bodied properties**

Another property-related feature Microsoft implemented in C# 6.0 and 7.0 is the expression bodied members. It simply allows you to write single-line expressions for your properties and methods - in this case, let's look at how to use it for your get/set methods in a way that takes up less space and requires slightly less typing:

private string name;

public string Name

{

get => name;

set => name = value;

}

If your property is read-only, the syntax can be even shorter:

public string Name => "John Doe";

Of course this also works if you need to actually do something before returning the value, like this:

public string Name { get; set; } = "John Doe";

public string FirstName => this.Name.Substring(0, this.Name.IndexOf(" "));

As you can see, this allows you to define a get method but without the actual get and return keywords, while encouraging you to keep it all in one line instead of multiple lines.

## **Summary**

Properties gives your classes more control over how fields can be accessed and manipulated, and they should always be used when you want to give access to fields from outside of the declaring class.

Methods (functions)

While properties and fields can be considered passive parts of a class, methods are active. They will perform one or several actions and optionally return a result. In other programming languages they are sometimes referred to as functions or even "funcs", but in C#, where they belong to a class, they are called methods. Methods are very useful because they allow you to encapsulate a piece of functionality in a method which you can then call again from several places.

A method is defined like this:

<visibility> <return type> <name>(<parameters>)

{

<method code>

}

Here's a very basic example:

public int AddNumbers(int number1, int number2)

{

return number1 + number2;

}

This very basic method will add two numbers and return the result. Let's step through the various parts of it:

* **public** is the visibility (more on that later in this tutorial).
* **int** is the return type. If you don't want your method to return anything, use the **void** keyword instead.
* **AddNumbers** is the name of the method.
* (**int number1, int number2**) - these are the parameters (more on those later). Parameters are optional, so you are free to leave the space between the parentheses empty. The parentheses are not optional though.
* Inside the method (between the curly braces), you will find the actual code of the method. It can be one or many lines of code.

To call a method, simply write it's name followed by a set of parentheses. Inside the parentheses, you should write the parameters (if the method accepts any), like this:

AddNumbers(3, 39);

Since methods are defined on classes, you may want to call a method on another class than the one you are currently in. If so, you should prefix the method call with the name of the object, or in case of a static method (more on those later), the name of the class. Here's an example where we call the AddNumbers() method, which has been placed in another class called MathHelper:

public void DoMath()

{

MathHelper mathHelper = new MathHelper(); // mathHelper is the method call

int result = mathHelper.AddNumbers(4, 38);

Console.WriteLine(result);

}

## **Method return types**

Let's talk more about return types. In the examples above, we defined a method with an integer as the return type, but you are free to return any other kind of C# data type. In fact, you can even declare a method which doesn't return anything, as we saw with our **DoMath()** method above. Notice that I have substituted **int** with the **void** keyword, which means that this method is not supposed to return anything. In some programming languages, functions without a return type are referred to as **procedures**, but in C#, they are always called methods.

You should be aware that when you declare a return type for a method, you HAVE to return something - otherwise, the compiler will immediately complain:

public int AddNumbers(int number1, int number2)

{

Console.WriteLine(number1 + number2);

}

Compiler error: AddNumbers(int, int)': not all code paths return a value

This means that you need one (or several) return keywords inside your method if it has a declared return type. You may need more than one for situations where you have multiple possible code paths, like this:

public int AddLargeNumbers(int number1, int number2)

{

if((number1 > 1000) && (number2 > 1000))

{

return number1 + number2;

}

return 0;

}

In this case, we need the second return statement as well - if it's omitted, the compiler will complain, because our conditional statement could prevent the first return statement from being hit.

## **Summary**

Methods allow you to encapsulate and reuse functionality from several places. By supplying different parameters to a method, you can get different results. We have used some parameters in the examples above, but in the next article, we'll dig much deeper into the subject of method parameters.

# Method parameters

In the previous article, we talked about methods and we got a brief introduction to the concept of method/function parameters. In this article, we'll dig deeper into this subject in all its variations. As mentioned, methods can work without parameters, but usually they will have one or more parameters, which will help the method in accomplishing its task.

We already saw a very simple usage scenario for parameters in the previous article: Our AddNumbers() method, which takes two numbers as parameters and returns the sum of these two numbers:

public int AddNumbers(int number1, int number2)

{

return number1 + number2;

}

This goes a long way in showing what a clever concept methods is, because with methods, you can encapsulate the functionality in the method, but be able to affect the result when calling this method through the parameters:

AddNumbers(2, 3);

Result: 5

AddNumbers(38, 4);

Result: 42

This is the basic type of parameters, but let's talk more about all the various modifiers and options you can use to change the behavior of the parameters.

Please notice that in this article, we'll really dig into all the various types of parameters and how they can help you, but if you're just getting started with C# and you just want to see some results, the following might be a bit too complex and technical for now. Feel free to skip the rest of the article and return later when you're ready.

## **Optional parameters**

By default, when calling a method with one or several parameters, you are forced to supply values for all of these parameters. However, in some situations, you may need to make one or several parameters optional. In some programming languages, you would be allowed to do that simply by marking the parameter as optional, but in C#, a parameter is made optional by supplying a default value for it in the method declaration. This is actually a nice solution, because it saves you from writing extra code to deal with situations where the parameter is not supplied by the caller.

Here's an example of a method with an optional parameter:

public int AddNumbers(int number1, int number2, int number3 = 0)

{

return number1 + number2 + number3;

}

The last parameter (number3) is now optional, because we have provided a default value for it (0). When calling it, you can now supply two or three values, like this:

public void Main(string[] args)

{

AddNumbers(38, 4);

AddNumbers(36, 4, 2);

}

You can make more than one parameter optional - in fact, your method may consist of only optional parameters if needed. Just remember that **optional parameters must come last in the method declaration** - not first or in between non-optional parameters.

### **The params modifier**

As an alternative to a number of optional parameters, you can use the params modifier to allow an arbitrary number of parameters. It could look like this:

public void GreetPersons(params string[] names) { }

Calling it could then look like this:

GreetPersons("John", "Jane", "Tarzan");

Another advantage of using the params approach, is that you are allowed to pass zero parameters to the method as well. Methods with params can also take regular parameters, as long as the parameter with the params modifier is the last one. Besides that, only one parameter using the params keyword can be used per method. Here is complete example where we use the params modifier to print a variable number of names with our **GreetPersons()** method:

public void Main(string[] args)

{

GreetPersons("John", "Jane", "Tarzan");

}

public void GreetPersons(params string[] names)

{

foreach(string name in names)

Console.WriteLine("Hello " + name);

}

## **Parameter types: value or reference**

C#, and other programming languages as well, differ between two parameter types: **"by value"** and **"by reference"**. The default in C# is "by value", which basically means that when you pass a variable to a method call, you are actually sending a copy of the object, instead of a reference to it. This also means that you can make changes to the parameter from inside the method, without affecting the original object you passed as a parameter.

We can easily demonstrate this behavior with an example:

public void Main(string[] args)

{

int number = 20;

AddFive(number);

Console.WriteLine(number);

}

public void AddFive(int number)

{

number = number + 5;

}

We have a very basic method called AddFive() which will add 5 to the number we pass to it. So in our Main() method, we create a variable called number with the value of 20 and then call the AddFive() method. Now on the next line, when we write out the number variable, one might expect that value is now 25, but instead, it remains 20. Why? Because by default, the parameter was passed in as a copy of the original object (by value), so when our AddFive() method worked on the parameter, it was working on a copy and thereby never affecting the original variable.

There are currently two ways of changing this behavior, so that our AddFive() method is allowed to modify the original value: We can use the **ref modifier** or the **in/out modifiers**.

### **The ref modifier**

The ref modifier is short for "reference" and it basically just changes the behavior of the parameter from the default behavior of "by value" to "by reference", meaning that we are now passing in a reference to the original variable instead of a copy of its value. Here's a modified example:

public void Main(string[] args)

{

int number = 20;

AddFive(ref number);

Console.WriteLine(number);

}

public void AddFive(ref int number)

{

number = number + 5;

}

You will notice that I have added the "ref" keyword in two places: In the method declaration and when passing in the parameter in the method call. With this change, we now get the behavior we originally might have expected - the result is now 25 instead of 20, because the ref modifier allows the method to work on the actual value passed in as a parameter instead of a copy.

### **The out modifier**

Just like the **ref modifier**, the **out modifier** ensures that the parameter is passed by reference instead of by value, but there's a major difference: When using the ref modifier, you pass in an initialized value which you may choose to modify inside the method, or leave it as it is. On the other hand, when using the **out modifier**, you are forced to initialize the parameter inside the method. This also means that you can pass in uninitialized values when using the out modifier - the compiler will complain if you are trying to leave a method with an out parameter without assigning a value to it.

In C#, a method can only return one value, but if you use the out modifier, you are able to circumvent this by passing in several parameters with the out modifier - when the method has been called, all out parameters will have been assigned. Here's an example, where we pass in two numbers and then, using out modifiers, return both an addition and a subtraction using these numbers:

public void Main(string[] args)

{

int addedValue, subtractedValue;

DoMath(10, 5, out addedValue, out subtractedValue);

Console.WriteLine(addedValue);

Console.WriteLine(subtractedValue);

}

public void DoMath(int number1, int number2, out int addedValue, out int subtractedValue)

{

addedValue = number1 + number2;

subtractedValue = number1 - number2;

}

Output:

15

5

As you can see in the beginning of the example, I declare the two variables (addedValue and subtractedValue) before passing them as out parameters. This was a requirement in previous versions of the C# language, but from C# version 6, you can declare them directly in the method call, like this:

DoMath(10, 5, out int addedValue, out int subtractedValue);

Console.WriteLine(addedValue);

Console.WriteLine(subtractedValue);

### **The in modifier**

Just like the **out modifier**, the **in modifier** ensures that the parameter is passed as a reference instead of a copy of the value, but unlike the out modifier, the **in** modifier will prevent you from making any changes to the variable inside the method.

Your first thought might be: If I can't change the value of the parameter, then I might as well just pass it in as a regular parameter, where changes won't affect the original variable. And you're right, the result would appear to be exactly the same, but there's still a very valid reason for using the in modifier: By passing it as a reference instead of a value, you are saving resources because the framework doesn't have to spend time creating a copy of the object when passing it to the method like a regular parameter.

In most cases, this won't make much of a difference, because most parameters are simple strings or integers, but in situations where you repeatedly call the same method many times in a loop or where you pass in parameters with large values, e.g. very large strings or structs, this may give you a nice performance boost.

Here's an example where we use the in modifier:

public void Main(string[] args)

{

string aVeryLargeString = "Lots of text...";

InMethod(aVeryLargeString);

}

public void InMethod(in string largeString)

{

Console.WriteLine(largeString);

}

In our method, InMethod(), the largeString parameter is now a read-only reference to the original variable (aVeryLargeString), so we're able to use it, but not modify it. If we try, the compiler will complain:

public void InMethod(in string largeString)

{

largeString = "We can't do this...";

}

Error: Cannot assign to variable 'in string' because it is a readonly variable

## **Named parameters**

As you have seen in all of the examples above, each parameter has a unique name in the method declaration. This allows you to reference the parameter inside the method. However, when calling the method, you don't use these names - you just supply the values in the same order as they are declared. This is not a problem for simple methods which takes 2-3 parameters, but some methods are more complex and requires more parameters. In those situations, it can be quite hard to figure out what the various values in a method call refers to, like in this example:

PrintUserDetails(1, "John", 42, null);

It's not very clear what the various parameters means in this method call, but if you look at the method declaration, you can see it:

public void PrintUserDetails(int userId, string name, int age = -1, List<string> addressLines = null)

{

// Print details...

}

But it's annoying if you constantly have to look up the method declaration to understand what the parameters are doing, so for more complex methods, you can supply the parameter names directly in the method call. This also allows you to supply the parameter names in any order, instead of being forced to use the declaration order. Here's an example:

PrintUserDetails(name: "John Doe", userId: 1);

As an added bonus, this will allow you to supply a value for any of your optional parameters, without having to supply values for all previous optional parameters in the declaration. In other words, if you want to supply a value for the **addressLines** parameter in this example you would also have to provide a value for the **age** parameter, because it comes first in the method declaration. However, if you use named parameters, order no longer matters and you can just supply values for the required parameters as well as one or several of the optional parameters, e.g. like this:

PrintUserDetails(addressLines: new List<string>() { }, name: "Jane Doe", userId: 2);

Here's the complete example of using named parameters:

public void Main(string[] args)

{

PrintUserDetails(1, "John", 42, null);

PrintUserDetails(name: "John Doe", userId: 1);

PrintUserDetails(addressLines: new List<string>() { }, name: "Jane Doe", userId: 2);

}

public void PrintUserDetails(int userId, string name, int age = -1, List<string> addressLines = null)

{

// Print details...

Console.WriteLine(name + " is " + age + " years old...");

}

## **Summary**

As you can see from this article, parameters come in many forms and types. Fortunately, you'll come along way with plain, old regular parameters, but once you start to dig deeper into the C# language, you will benefit from knowing all the types and modifiers as explained in this article

# Constructors and destructors

Constructors are special methods, used when instantiating a class. A constructor can never return anything, which is why you don't have to define a return type for it. A normal method is defined like this:

public string Describe()

A constructor can be defined like this:

public Car()

In our example for this chapter, we have a Car class, with a constructor which takes a string as argument. Of course, a constructor can be overloaded as well, meaning we can have several constructors, with the same name, but different parameters. Here is an example:

public Car()

{

}

public Car(string color)

{

this.color = color;

}

A constructor can call another constructor, which can come in handy in several situations. Here is an example:

public Car()

{

Console.WriteLine("Constructor with no parameters called!");

}

public Car(string color) : this()

{

this.color = color;

Console.WriteLine("Constructor with color parameter called!");

}

If you run this code, you will see that the constructor with no parameters is called first. This can be used for instantiating various objects for the class in the default constructor, which can then be called from other constructors from the class. If the constructor you wish to call takes parameters, you can do that as well. Here is a simple example:

public Car(string color) : this()

{

this.color = color;

Console.WriteLine("Constructor with color parameter called!");

}

public Car(string param1, string param2) : this(param1)

{

}

If you call the constructor which takes 2 parameters, the first parameter will be used to invoke the constructor that takes 1 parameter.

## **Destructors**

Since C# is garbage collected, meaning that the framework will free the objects that you no longer use, there may be times where you need to do some manual cleanup. A destructor, a method called once an object is disposed, can be used to cleanup resources used by the object. Destructors doesn't look very much like other methods in C#. Here is an example of a destructor for our Car class:

~Car()

{

Console.WriteLine("Out..");

}

Once the object is collected by the garbage collector, this method is called.

# Method overloading

A lot of programming languages support a technique called default/optional parameters. It allows the programmer to make one or several parameters optional, by giving them a default value. It's especially practical when adding functionality to existing code.

For instance, you may wish to add functionality to an existing function, which requires one or more parameters to be added. By doing so, you would break existing code calling this function, since they would now not be passing the required amount of parameters. To work around this, you could define the newly added parameters as optional, and give them a default value that corresponds to how the code would work before adding the parameters.

Default parameters were introduced in C# version 4.0, but up until that, C# coders have been using a different technique, which basically does the same, called method overloading. It allows the programmer to define several methods with the same name, as long as they take a different set of parameters. When you use the classes of the .NET framework, you will soon realize that method overloading is used all over the place. A good example of this, is the Substring() method of the String class. It has an extra overload, like this:

string Substring (int startIndex)

string Substring (int startIndex, int length)

You can call it with either one or two parameters. If you only call it with one parameter, the length parameter is assumed to be the rest of the string, saving us time whenever we simply want to get the last part of a string.

So, by defining several versions of the same function, how do we avoid having the same code several places? It's actually quite simple: We let the simple versions of the method make the complex version of it do all the work. Consider the following example:

class SillyMath

{

public static int Plus(int number1, int number2)

{

return Plus(number1, number2, 0); //El mas corto llama al mas largo

}

public static int Plus(int number1, int number2, int number3)

{

return number1 + number2 + number3;

}

}

We define a Plus method, in two different versions. The first one takes two paramaters, for adding two numbers, while the second version takes three numbers. The actual work is done in the version that takes three numbers - if we only wish to add two, we call the three parameter version, and simply use 0 as the third paramater, acting as a default value. I know, I know, it's a silly example, as indicated by the name of the class, but it should give you an idea about how it all works.

Now, whenever you feel like doing advanced math by adding a total of four numbers (just kidding here), it's very simple to add a new overload:

class SillyMath

{

public static int Plus(int number1, int number2)

{

return Plus(number1, number2, 0);

}

public static int Plus(int number1, int number2, int number3)

{

return Plus(number1, number2, number3, 0);

}

public static int Plus(int number1, int number2, int number3, int number4)

{

return number1 + number2 + number3 + number4;

}

}

The cool thing about this, is that all your existing calls to the Plus method will continue working, as if nothing had been changed. The more you use C#, the more you will learn to appreciate method overloading.

# Visibility

The visibility of a class, a method, a variable or a property tells us how this item can be accessed. The most common types of visibility are private and public, but there are actually several other types of visibility within C#. Here is a complete list, and although some of them might not feel that relevant to you right now, you can always come back to this page and read up on them:

**public** - the member can be reached from anywhere. This is the least restrictive visibility. Enums and interfaces are, by default, publicly visible.

**protected** - members can only be reached from within the same class, or from a class which inherits from this class.

**internal** - members can be reached from within the same project only.

**protected internal** - the same as internal, except that classes which inherit from this class can reach its members; even from another project.

**private** - can only be reached by members from the same class. This is the most restrictive visibility. Classes and structs are by default set to private visibility.

So for instance, if you have two classes: Class1 and Class2, private members from Class1 can only be used within Class1. You can't create a new instance of Class1 inside of Class2, and then expect to be able to use its private members.

If Class2 inherits from Class1, then only non-private members can be reached from inside of Class2.

# Static members

As we saw in a previous chapter, the usual way to communicate with a class is to create a new instance of the class and then work on the resulting object. In most cases, this is what classes are all about; the ability to instantiate multiple copies of the same class and then use them differently in some way. However, in some cases, you might like to have a class which you may use without instantiating it, or at least a class where you can use members of it without creating an object for it. For instance, you may have a class with a variable that always remains the same no matter where and how it's used. This is called a static member, because it remains the same.

A class can be static, and it can have static members, both functions and fields. A static class can't be instantiated, so in other words, it will work more as a grouping of related members than an actual class. You may choose to create a non-static class instead, but let it have certain static members. A non-static class can still be instantiated and used like a regular class, but you can't use a static member on an object of the class. A static class may only contain static members.

First, here is an example of a static class:

public static class Rectangle

{

public static int CalculateArea(int width, int height)

{

return width \* height;

}

}

As you can see, we use the static keyword to mark the class as static, and then we use it again to mark the method, CalculateArea, as static as well. If we didn't do that, the compiler would complain, since we can't have a non-static member of a static class.

To use this method, we call it directly on the class, like this:

Console.WriteLine("The area is: " + Rectangle.CalculateArea(5, 4));

We could add other helpful methods to the Rectangle class, but perhaps you are wondering why we are passing on width and height to the actual method, instead of storing it inside the class and then pulling them from there when needed? Because it's static! We could store them, but only one set of dimensions, because there is only one version of a static class. This is very important to understand.

Instead, we can make the class non-static, and then have the CalculateArea as a utility function on this class:

public class Rectangle

{

private int width, height;

public Rectangle(int width, int height)

{

this.width = width;

this.height = height;

}

public void OutputArea()

{

Console.WriteLine("Area output: " + Rectangle.CalculateArea(this.width, this.height));

}

public static int CalculateArea(int width, int height)

{

return width \* height;

}

}

As you can see, we have made the class non-static. We have also added a constructor, which takes a width and a height and assigns it to the instance. Then we have added an OutputArea method, which uses the static method to calculate the area. This is a fine example of mixing static members with non-static members, in a non-static class.

A common usage of static classes, although frowned upon by some people, are utility/helper classes, where you collect a bunch of useful methods, which might not belong together, but don't really seem to fit elsewhere either.

# Inheritance

One of the absolute key aspects of Object Oriented Programming (OOP), which is the concept that C# is built upon, is inheritance, the ability to create classes which inherits certain aspects from parent classes. The entire .NET framework is built on this concept, with the "everything is an object" as a result of it. Even a simple number is an instance of a class, which inherits from the System.Object class, although .NET helps you out a bit, so you can assign a number directly, instead of having to create a new instance of e.g. the integer class.

This subject can be a bit difficult to comprehend, but sometimes it help with some examples, so let's start with a simple one of those:

public class Animal

{

public void Greet()

{

Console.WriteLine("Hello, I'm some sort of animal!");

}

}

public class Dog : Animal

{

}

First, we define an Animal class, with a simple method to output a greeting. Then we define a Dog class, and with a colon, we tell C# that the Dog class should inherit from the Animal class. The beautiful thing about this is that it makes sense in the real world as well - a Dog is, obviously, an Animal. Let's try using the classes:

Animal animal = new Animal();

animal.Greet();

Dog dog = new Dog();

dog.Greet();

If you run this example, you will notice that even though we have not defined a Greet() method for the Dog class, it still knows how to greet us, because it inherits this method from the Animal class. However, this greeting is a bit anonymous, so let's customize it when we know which animal it is:

public class Animal

{

public virtual void Greet()

{

Console.WriteLine("Hello, I'm some sort of animal!");

}

}

public class Dog : Animal

{

public override void Greet()

{

Console.WriteLine("Hello, I'm a dog!");

}

}

Besides the added method on the Dog class, you should notice two things: I have added the virtual keyword to the method on the Animal class, and on the Dog class, I use the override keyword.

In C#, you are not allowed to override a member of a class unless it's marked as virtual. If you want to, you can still access the inherited method, even when you override it, using the base keyword.

public override void Greet()

{

base.Greet();

Console.WriteLine("Yes I am - a dog!");

}

Methods are not the only thing to get inherited, though. In fact, pretty much all class members will be inherited, including fields and properties. Just remember the rules of visibility, as discussed in a previous chapter.

Inheritance is not only from one class to another - you can have a whole hierarchy of classes, which inherits from each other. For instance, we could create a Puppy class, which inherits from our Dog class, which in turn inherits from the Animal class. What you can't do in C#, is to let one class inherit from several other classes at the same time. Multiple inheritance, as it's called, is not supported by C#.

# Abstract classes

Abstract classes, marked by the keyword abstract in the class definition, are typically used to define a base class in the hierarchy. What's special about them, is that you can't create an instance of them - if you try, you will get a compile error. Instead, you have to subclass them, as taught in the chapter on inheritance, and create an instance of your subclass. So when do you need an abstract class? It really depends on what you do.

To be honest, you can go a long way without needing an abstract class, but they are great for specific things, like frameworks, which is why you will find quite a bit of abstract classes within the .NET framework itself. A good rule of thumb is that the name actually makes really good sense - abstract classes are very often, if not always, used to describe something abstract, something that is more of a concept than a real thing.

In this example, we will create a base class for four legged animals and then create a Dog class, which inherits from it, like this:

namespace AbstractClasses

{

class Program

{

static void Main(string[] args)

{

Dog dog = new Dog();

Console.WriteLine(dog.Describe());

Console.ReadKey();

}

}

abstract class FourLeggedAnimal

{

public virtual string Describe()

{

return "Not much is known about this four legged animal!";

}

}

class Dog : FourLeggedAnimal

{

}

}

If you compare it with the examples in the chapter about inheritance, you won't see a big difference. In fact, the abstract keyword in front of the FourLeggedAnimal definition is the biggest difference. As you can see, we create a new instance of the Dog class and then call the inherited Describe() method from the FourLeggedAnimal class. Now try creating an instance of the FourLeggedAnimal class instead:

FourLeggedAnimal someAnimal = new FourLeggedAnimal();

You will get this fine compiler error:

*Cannot create an instance of the abstract class or interface 'AbstractClasses.FourLeggedAnimal'*

Now, as you can see, we just inherited the Describe() method, but it isn't very useful in it's current form, for our Dog class. Let's override it:

class Dog : FourLeggedAnimal

{

public override string Describe()

{

return "This four legged animal is a Dog!";

}

}

In this case, we do a complete override, but in some cases, you might want to use the behavior from the base class in addition to new functionality. This can be done by using the base keyword, which refers to the class we inherit from:

abstract class FourLeggedAnimal

{

public virtual string Describe()

{

return "This animal has four legs.";

}

}

class Dog : FourLeggedAnimal

{

public override string Describe()

{

string result = base.Describe();

result += " In fact, it's a dog!";

return result;

}

}

Now obviously, you can create other subclasses of the FourLeggedAnimal class - perhaps a cat or a lion? In the next chapter, we will do a more advanced example and introduce abstract methods as well. Read on.

# More abstract classes

In the previous chapter, we had a look at abstract classes. In this chapter, we will expand the examples a bit, and throw in some abstract methods as well. Abstract methods are only allowed within abstract classes. Their definition will look like a regular method, but they have no code inside them:

abstract class FourLeggedAnimal

{

public abstract string Describe();

}

So, why would you want to define an empty method that does nothing? Because an abstract method is an obligation to implement that very method in all subclasses. In fact, it's checked at compile time, to ensure that your subclasses has this method defined. Once again, this is a great way to create a base class for something, while still maintaining a certain amount of control of what the subclasses should be able to do. With this in mind, you can always treat a subclass as its baseclass, whenever you need to use methods defined as abstract methods on the baseclass. For instance, consider the following example:

We are calling an previously existing object

namespace AbstractClasses

{

class Program

{

static void Main(string[] args)

{

System.Collections.ArrayList animalList = new System.Collections.ArrayList();

animalList.Add(new Dog());

animalList.Add(new Cat());

foreach(FourLeggedAnimal animal in animalList)

Console.WriteLine(animal.Describe());

Console.ReadKey();

}

}

abstract class FourLeggedAnimal

{

public abstract string Describe(); //you don’t write ‘virtual’

}

class Dog : FourLeggedAnimal

{

public override string Describe()

{

return "I'm a dog!";

}

}

class Cat : FourLeggedAnimal

{

public override string Describe()

{

return "I'm a cat!";

}

}

}

As you can see, we create an ArrayList to contain our animals. We then instantiate a new dog and a new cat and add them to the list. They are instantiated as a Dog and a Cat respectively, but they are also of the type FourLeggedAnimal, and since the compiler knows that subclasses of that class contains the Describe() method, you are actually allowed to call that method, without knowing the exact type of animal. So by typecasting to the FourLeggedAnimal, which is what we do in the foreach loop, we get access to members of the subclasses. This can be very useful in lots of scenarios.

# Interfaces

In previous chapters, we had a look at abstract classes. Interfaces are much like abstract classes and they share the fact that no instances of them can be created. However, interfaces are even more conceptual than abstract classes, since no method bodies are allowed at all. So an interface is kind of like an abstract class with nothing but abstract methods, and since there are no methods with actual code, there is no need for any fields. Properties are allowed though, as well as indexers and events. You can consider an interface as a contract - a class that implements it is required to implement all of the methods and properties. However, the most important difference is that while C# doesn't allow multiple inheritance, where classes inherit more than a single base class, it does in fact allow for implementation of multiple interfaces!

So, how does all of this look in code? Here's a pretty complete example. Have a look, perhaps try it out on your own, and then read on for the full explanation:

// Se coded Example

Let's start in the middle, where we declare the interface. As you can see, the only difference from a class declaration, is the keyword used - interface instead of class. Also, the name of the interface is prefixed with an I for Interface - this is simply a coding standard, and not a requirement. You can call your interfaces whatever you want, but since they are used like classes so much that you might have a hard time telling the difference in some parts of your code, the I prefix makes pretty good sense.

Then we declare the Describe method, and afterwards, the Name property, which has both a get and a set keyword, making this a read and writeable property. You will also notice the lack of access modifiers (public, private, protected etc.), and that's because they are not allowed in an interface - they are all public by default.

Next up is our Dog class. Notice how it looks just like inheriting from another class, with the colon between the class name and the class/interface being subclassed/implemented. However, in this case, two interfaces are implemented for the same class, simply separated by a comma. You can implement as many interfaces as you want to, but in this case we only implement two - our own IAnimal interface, and the .NET IComparable interface, which is a shared interface for classes that can be sorted. Now as you can see, we have implemented both the method and the property from the IAnimal interface, as well as a CompareTo method from the IComparable interface.

Now you might be thinking: If we have to do all the work our self, by implementing the entire methods and properties, why even bother? And a very good example of why it's worth your time, is given in the top of our example. Here, we add a bunch of Dog objects to a list, and then we sort the list. And how does the list know how to sort dogs? Because our Dog class has a CompareTo method that can tell how to compare two dogs. And how does the list know that our Dog object can do just that, and which method to call to get the dogs compared? Because we told it so, by implementing an interface that promises a CompareTo method! This is the real beauty of interfaces.

# Namespaces

In one of the first articles, we briefly discussed namespaces. You probably recognize the keyword, because it's found in most files containing C# code, usually almost in the top. A namespace is essentially a way to group a set of types, e.g. classes, in a named space of its own. When Visual Studio generates a new project for you, it also generates a default namespace in which it places your first file (at least this is true for the Console App project type). It could look like this:

using System;    
  
namespace MyProject    
{    
    class Program    
    {    
 static void Main(string[] args)    
 {    
 // More code below this....

In this case, the namespace "MyProject" is now a part of the application and when using its classes outside of it, you will have to prefix the class name with the namespace name. You see the exact same thing when you want to use something burried deep down in the .NET framework, like this:

System.IO.File.ReadAllText("test.txt");

In this case, we use the ReadAllText() method found on the File class which exists in the System.IO ***namespace***. Of course, it would be tedious to write such a long name each time you wanted to use a class from a namespace, so C# allows you to "import" an entire namespace into the scope of your file with a using statement. Again, you might already know them, because you can usually find them at the top of your C# files. For the example above, if we would need the File class more than once, it would make sense to import the System.IO namespace with a using statement like this:

using System;  
using System.IO;  
// More using statements here...

## **Why do you need namespaces?**

If you have just started programming, you might wonder what we need namespaces for. Why not just put all your classes in the same namespaces so that they are always accessible? You have a valid point, but only if your project is very small. As soon as you start adding more and more classes, it makes very good sense to separate them into namespaces. It simply makes it easier for you to find your code, especially if you places your files in corresponding folders - in fact, if you add a folder to your project and then add a class to it, Visual Studio will automatically put it in a corresponding namespace. So, if you create a folder in MyProject called MyFolder, classes added to this folder will, by default, be placed in a namespace called MyProject.MyFolder.

A great example of why namespaces are needed is the .NET framework itself. Just think if ALL the classes in the framework were just floating around in a global namespace - it would be a mess! Instead, they have organized them nicely, with System as the root namespace for most classes and then sub-namespaces like **System.IO** for input/output stuff, **System.Net** for network related stuff and **System.Net.Mail** for mail-related stuff.

## **Name Conflicts with Namespaces**

As mentioned, namespaces are also there to encapsulate your types (usually classes), so that they can exist within their own domain. This also means that you are free to create classes with the same name as the ones found elsewhere in your project or even in the .NET framework. For instance, you might decide that you need a File class of your own. As we saw in the previous examples, such a class already exists in the System.IO namespace, but you are free to create one in your own namespace, like this:

using System;    
  
namespace MyProject.IO    
{    
    class File    
    {    
 public static void HelloWorld()    
 {    
     Console.WriteLine("Hello, world!");    
 }    
    }    
}

Now when you want to use it in your project, e.g. in your Program.cs Main method (if you're working on a Console App, like I am), you can either write the full name:

MyProject.IO.File.HelloWorld();

But you can also import the namespace, like you can with any other namespace (built-in or user-defined), thanks to the using statement. Here's a more complete example:

using System;  
using MyProject.IO;  
  
namespace MyProject  
{  
    class Program  
    {  
 static void Main(string[] args)  
 {  
     File.HelloWorld();  
 }  
    }  
}

So far, so good! However, what if you also want to use the File class from the System.IO namespace? Well, this is where the trouble starts, because if you import that namespace as well, with a using statement, the compiler no longer knows which File class you're referring to - our own or the one from the System.IO namespace. This can be solved by only importing one of the namespaces (ideally the one from which you use the most types) and then fully qualifying the name of the other one, like in this example:

using System;  
using System.IO;  
  
namespace MyProject  
{  
    class Program  
    {  
 static void Main(string[] args)  
 {  
     MyProject.IO.File.HelloWorld();  
 }  
    }  
}

But it's a bit cumbersome to type each time, especially if your class is even deeper nested in namespaces, e.g. MyProject.FileStuff.IO.File. Fortunately, C# has a solution for that.

## **Using Alias Directive**

To shorten the name of the namespace a lot, you can import the namespace under a different name, with a Using Alias Directive. Notice how I do just that in the next example:

using System;  
using System.IO;  
using MyIO = MyProject.IO;  
  
namespace MyProject  
{  
    class Program  
    {  
 static void Main(string[] args)  
 {  
     File.ReadAllText("test.txt");  
     MyIO.File.HelloWorld();  
 }  
    }  
}

The magic happens in the third line, where I pull in the MyProject.IO namespace and give it a shorter name (MyIO), which can then be used when we want to access types from it. At this point, we're not saving a lot of keystrokes, but again you should imagine even longer names and levels of namespaces, and believe me, they can get quite long and nested.

## **Summary**

Namespaces gives you the opportunity to encapsulate your types into "named spaces", which allows you to get a better structure in your code, as well as have multiple classes with the same name, as long as they exist in separate namespaces.

# Constants (the const keyword)

So far, we have dealt a lot with variables and as the name implies, variables can always be changed. The opposite of that is a constant, introduced in C# with the keyword const. When declaring a constant, you have to immediately assign a value to it and after that, NO changes can be made to the value of this constant. This is great when you have a value which doesn't ever change, and you want to make sure that it's not manipulated by your code, even by accident.

You will find many constants in the framework itself, e.g. in the Math class, where a constant for PI has been defined:

Console.WriteLine(Math.PI);

But of course, the interesting part is to declare some constants of our own. A constant can be defined in the scope of a method, like this:

static void Main(string[] args)  
{  
    const int TheAnswerToLife = 42;  
    Console.WriteLine("The answer to life, the universe and everything: " +  TheAnswerToLife);  
}

However, most constants are declared on the class level, so that they can be accessed (but not changed, of course) from all methods of the class and even outside of the class, depending on the visibility. A constant will act like a static member of the class, meaning that you can access it without instantiating the class. With that in mind, let's try a full example where two constants are defined - a private and a public constant:

using System;  
  
namespace Constants  
{  
    class Program  
    {  
 static void Main(string[] args)  
 {  
     Console.WriteLine("The fake answer to life: " + SomeClass.TheFakeAnswerToLife);  
     Console.WriteLine("The real answer to life: " +  SomeClass.GetAnswer());  
 }  
    }  
  
    class SomeClass  
    {  
 private const int TheAnswerToLife = 42; //only accessible via a public method  
 public const int TheFakeAnswerToLife = 43;  
  
 public static int GetAnswer()  
 {  
     return TheAnswerToLife;  
 }  
    }  
}

Notice how I define a class (SomeClass) with two constants. The first is private, so it can only be access from the class it self, but the other one is public. So, in our main program code, I access both constants differently – first directly, since the fake answer is publicly available, and secondly with the help of the GetAnswer() method.

## **Which types can be used as a constant?**

Since constants has to be declared immediately and can't be changed later on, the value you assign to a constant has to be a constant expression and the compiler must be able to evaluate the value already at compile time. This means that numbers, boolean values and strings can be used just fine for a constant, while e.g. a DateTime object can't be used as a constant.

Since the compiler needs to know the value immediately, it also means that there are some limitations to what you can do when setting the value. For instance, these are perfect examples of what you CAN do:

const int a = 10;    
const float b = a \* 2.5f;  
  
const string s1 = "Hello, world!";    
const string s2 = s1 + " How are you?";

On the other hand, you can't use the result of a method call or a non-constant class member, since these are not constant expressions. Here comes a couple of examples of what you CAN'T do:

// NOT possible:  
const int a = Math.Cos(4) \* 2;  
// Possible:  
const string s1 = "Hello, world!";  
// NOT possible:  
const string s2 = s1.Substring(0, 6) + " Universe";

The difference lies in what the compiler can be expected to know when it reaches your code, e.g. numbers, strings and other constants, in contrast to what it has to execute to get the value for.

### **A constant alternative: The readonly field**

If you're looking for a slightly less restrictive version of a class constant, you may want to have a look at the readonly keyword. It's not available on the method level, but it can be used on the class level, to define a field which can only be modified during declaration or the execution of the constructor method of the class. So, as soon as the object is available for use, the readonly field will have the same value forever and can't be modified by the user. Let's try it out:

class SomeClass  
{  
    private readonly DateTime rightNow;  
    public readonly DateTime later = DateTime.Now.AddHours(2);  
  
    public SomeClass()  
    {  
 this.rightNow = DateTime.Now;  
    }  
}

So, we have two readonly fields: The first is private, the second one is public (we usually have properties for that, but bear with me here). The first is declared without a value (we can do that with readonly fields, unlike with constants), while the other one is initialized immediately. You will also notice that we're using the DateTime class as the data type, and we assign a non-constant value to it. In other words, we do a lot of stuff that we can't do with constants, making readonly fields a nice alternative to constants.

Notice how I assign a value to the rightNow field in the constructor of the SomeClass class. As already mentioned, this is the last chance to assign a value to a readonly field. After that, whether you are in a method inside the defining class or outside, you will get a compile error if you try to assign a value to a readonly field.

## **Summary**

A constant can be defined either inside the scope of a method or on the class level. It allows you to define a value which is known already at compile time and which can't be changed later on. Typical types used for constants are integers, floats, strings, and booleans. If you're looking for more flexibility, try the readonly field, as described above.

Partial Classes

If you have worked with C#, or perhaps even another programming language, you are used to the fact that the name of a class has to be unique - there cannot be two classes with the same name, unless they are in different namespaces. However, at one point, Microsoft decided to change this, with the introduction of something called partial classes.

When you define your class with the partial keyword, you or someone else is allowed to extend the functionality of your class with another class, which also needs to be declared as partial. This is useful in the following situations:

* When you have a very large class - you can then keep it in multiple files, to make it easier to work with various parts of the classes. For instance, you could have all the properties in one file and all the methods in another file, while still just having one class.
* When you work with a designer, like the one in Visual Studio - for instance with WinForms, where all the automatically generated designer code can be kept in one file, while your code is kept in another file.

Let me illustrate this with an example. In my project, I have the usual Program.cs, found in a console app. Besides that, I have added two files: PartialClass1.cs and PartialClass2.cs. Here are the files and their contents:

PartialClass1.cs

using System;  
  
namespace PartialClasses  
{  
    public partial class PartialClass  
    {  
 public void HelloWorld()  
 {  
     Console.WriteLine("Hello, world!");  
 }  
    }  
}

PartialClass2.cs

using System;  
  
namespace PartialClasses  
{  
    public partial class PartialClass  
    {  
 public void HelloUniverse()  
 {  
     Console.WriteLine("Hello, universe!");  
 }  
    }  
}

Notice that both classes are defined with the partial keyword and have the same names. Also notice that each of them define a method - HelloWorld() and HelloUniverse(). In our Program.cs we can now use this class as if it was defined in only one place, just like any other class:

using System;  
  
namespace PartialClasses  
{  
    class Program  
    {  
 static void Main(string[] args)  
 {  
     PartialClass pc = new PartialClass();  
     pc.HelloWorld();  
     pc.HelloUniverse();  
 }  
    }  
}

## **Summary**

With partial classes, you can split your classes into multiple files, either because the class definition is very large or when the tools you work with benefits from it, like with the Visual Studio designer for WinForms.

# Local functions

We learned in previous articles that methods and properties belong to classes in C#. Inside methods, you can have local variables, which are variables only accessible in the scope of this specific method. This makes sense because you'll often have temporary data you need to store, but which shouldn't be accessible from other classes or even other methods in the same class. Previously, you couldn't do the same thing with methods - if a method was declared on a class, it could, at least, be accessed from other methods within the same class, but in C# version 7, the concept of **local functions** was introduced.

A local function is declared inside an existing method and can only be accessed from this method. This encapsulates functionality very tightly and also makes it clear to any readers of your code that this functionality is only relevant for the declaring method. A local function looks like a regular method, but without the visibility modifier, since a local function is always only accessible from within the declaring method. Here is an example:

public void MethodWithLocalFunction()

{

bool doesNameStartWithUppercaseChar(string name) //this is the local funct

{

if(String.IsNullOrEmpty(name))

throw new Exception("name parameter must contain a value!");

return Char.IsUpper(name[0]);

}

List<string> names = new List<string>()

{

"john doe",

"Jane doe",

"dog Doe"

};

foreach(string name in names)

Console.WriteLine(name + " starts with uppercase char: " + doesNameStartWithUppercaseChar(name));

}

A quite silly example, but it does demonstrate how you can declare a local function (in this case called doesNameStartWithUppercaseChar) inside a method (called MethodWithLocalFunction) and then call it one or several times from inside the method.

As you can see in my example, I declare the local function in the start of the method. You are free to change this, e.g. by declaring it in the middle or the end of the method. Only in one case will it make a difference: A local function is allowed to access variables declared inside the declaring method, but only if they have been declared before the local function. So if you want to take advantage of this behavior, you will have to modify the method, e.g. like this:

public void MethodWithLocalFunction()

{

int nameMaxLength = 10;

List<string> names = new List<string>()

{

"john doe",

"Jane doe",

"dog Doe"

};

foreach(string name in names)

Console.WriteLine(name + " starts with uppercase char: " + doesNameStartWithUppercaseChar(name));

bool doesNameStartWithUppercaseChar(string name)

{

if(String.IsNullOrEmpty(name))

throw new Exception("name parameter must contain a value!");

if(name.Length > nameMaxLength)

throw new Exception("name is too long! Max length: " + nameMaxLength);

return Char.IsUpper(name[0]);

}

}

Notice how I declare the nameMaxLength variable inside the method and then access it inside the local function.

## **Static local functions**

In C# version 8, support for **static local functions** were added. As of writing, the only difference between a regular and a static local function is the fact that a static local function can't use variables from the declaring method - in other words, they no longer share scope. So if you want to make sure that your local function can't reference or change variables from the method, just declare it as static, like this:

public void MethodWithLocalStaticFunction()

{

int nameMaxLength = 10;

static bool doesNameStartWithUppercaseChar(string name)

{

// Local variables, e.g. nameMaxLength, are no longer accessible here....

if(String.IsNullOrEmpty(name))

throw new Exception("name parameter must contain a value!");

return Char.IsUpper(name[0]);

}

....

}

## **Summary**

In some situations, local functions can be a great little helper when you need to encapsulate and reuse very specific functionality. As an alternative, if the functionality can be reused from other methods, you may want to consider adding it as a real method on a helper class or as an extension method.